Recurrence Relations & Code Snippets—Monday, January 31 / Tuesday, February 1

Readings

• [Lecture Notes Chapter 6: Analyzing Runtime of Code Snippets]
• [Lecture Notes Chapter 7: Recurrence Relations]

Review: Recurrences

Recurrences are equations that can help us describe the running time of recursive algorithms. There are a few different methods from lecture so far that we can use to solve recurrences:

Expansion (Iteration): We compute $T(n)$ by using substitution to expand $T(n)$ fully and/or until we notice a pattern that has a formula (geometric series, consecutive integers, etc.) that we can use to simplify algebraically and obtain an overall bound for the recurrence.

Induction: We can “guess” what the asymptotic bound on $T(n)$ is and prove that it holds true via induction (often strong induction) on $n$.

Recursion Trees: To confirm our bound, we can draw the recursive calls to $T(n)$ in a tree format, count the amount of work done in each level of the tree, and sum this up to compute/estimate $T(n)$.

Review: Code Snippets

We can also apply our knowledge of Big-O and summations to find the running time of code snippets. Besides recursion, nested iteration/for-loops is another big area where our code’s efficiency can be bottlenecked. There are a few different methods to analyze the running time of code snippets:

Superset/Subset Method: To find a Big-O bound, since we are upper bounding, we can take supersets of the values that variables take on in the code snippet and analyze the runtime on these supersets. To find a Big-$\Omega$ bound, since we are lower bounding, we can take subsets of the values that variables take on in the code snippet and analyze the runtime on these subsets. Note that this method is typically used when the conditions in the for loops just deal with incrementing variables with addition (rather than when the variables are multiplied by a constant, for example).

Table Method: We can use a table to explore how the values of the variables change as a function of the iteration number. Thus, this method could be a good option when the conditions in the for loops look confusing (e.g. square roots, multiplying, etc.). After using the table method, we typically follow-up with the summation method to analyze runtime.

Summation (Direct Equality) Method: We can convert nested for loops into nested summations and then evaluate the nested summations to find our bounds. Usually this entails finding the number of iterations each loop runs and the amount of work done inside of the nested loops.
Problem 1

Assume $n$ is a power of 2.

$$T(n) = \begin{cases} 2T\left(\frac{n}{2}\right) + n^2 & n > 1 \\ 1 & \text{otherwise} \end{cases}$$

Solution

Since we can assume that $n$ is some power of 2, observe that $n = 2^k$ implies that $k = \log n$. Using the method of iteration/expansion, we expand $T(n)$ as follows:

$$T(n) = 2T\left(\frac{n}{2}\right) + n^2$$
$$= 2\left[2T\left(\frac{n}{2^2}\right) + \left(\frac{n}{2}\right)^2\right] + n^2$$
$$= 2\left[2\left[2T\left(\frac{n}{2^3}\right) + \left(\frac{n}{2^2}\right)^2\right] + \left(\frac{n}{2}\right)^2\right] + n^2$$
$$\vdots$$
$$= 2^kT\left(\frac{n}{2^k}\right) + n^2 \cdot \sum_{i=0}^{k-1} \left(\frac{1}{2}\right)^i$$
$$= 2^kT\left(\frac{n}{2^k}\right) + n^2 \cdot \frac{1 - \left(\frac{1}{2}\right)^k}{1 - \frac{1}{2}}$$

(geometric series, $c = \frac{1}{2}$ and $n = k - 1$)

The recursion bottoms out when $n/2^k = 1$, so when $k = \log n$. Thus, we get

$$T(n) = 2^{\log n} \cdot T(1) + 2n^2 \cdot \left(1 - \frac{1}{n}\right)$$

(substituting $k = \log n$)

$$= n + 2n^2 - 2n$$

$$= \Theta(n^2)$$

We can also expand $T(n)$ using a recursion tree to confirm the Theta bound we just found:
On the right side, we can see the total amount of work done at each level of the tree. On the left side, we can see how many levels the tree has or how long it takes for the recursion to “bottom out.” From the recursion tree, we can visualize our final sum without all the initial algebraic manipulation! Note that the final summation does not include the work done at the leaves, \( \Theta(n) \), but this does not change our Theta bound.

**Problem 2**

Provide a running time analysis of the following loop. That is, find both Big-\(O\) and Big-\(\Omega\):

```java
for (int i = 0; i < n; i++)
    for (int j = i; j <= n; j++)
        for (int k = i; k <= j; k++)
            sum++;
```

**Solution**

We can try to analyze the running time using an exact summation while also leveraging some Big-\(O\) notation. We know that the innermost loop runs in at most \( (j - i + 1) \) time for fixed some \( i, j \). Hence, the body of the middle loop runs at most \( c(j - i + 1) \) time. Since \( 0 \leq i < n \) and \( i \leq j \leq n \), we can express the running time of the code snippet as

\[
\sum_{i=0}^{n-1} \sum_{j=i}^{n} c(j - i + 1)
\]

Note that this summation is difficult to compute by hand. However, since the conditions in the nested for loops just deal with *incrementing variables with addition*, we can find a Big-\(O\) and Big-\(\Omega\) bound for the code snippet by finding the running time on a superset and subset of values, respectively.

First, we find Big-\(O\). Since Big-\(O\) upper bounds the running time of an algorithm, we consider supersets of values for \( i, j, k \) and upper bound the running time of the code on these supersets. We are able to do this because an upper bound on the running time of these supersets is also going to an upper bound on the running time of the code snippet! Specifically, we choose supersets where \( 0 \leq i \leq n, 0 \leq j \leq n, 0 \leq k \leq n \). Since we have three loops, each loop runs at most \( n + 1 \) times, and we perform constant work inside of the nested loops, we can say that the entire code snippet runs in \( O((n + 1)^3) = O(n^3) \) time.

Next, we find Big-\(\Omega\). Since Big-\(\Omega\) lower bounds the running time of an algorithm, we consider subsets of values for \( i, j, k \) and lower bound the running time of the code on these subsets. We are able to do this because a lower bound on the running time of these subsets is also going to be a lower bound on the running time of the code snippet! Specifically, we choose subsets where \( 0 \leq i \leq n/4 \) and \( 3n/4 \leq j \leq n \). Since the inner loop runs from when \( k = i \) until when \( k \leq j \), we know that for each \( n^7/16 \) possible combinations of these values for \( i, j, k \), the innermost loop runs at least (or a minimum of) \( 3n/4 - n/4 = n/2 \) times, since \( 3n/4 \) is the minimum value of \( j \) we bound on and \( n/4 \) is the maximum value of \( i \) we bound on. Hence, since we also perform constant work inside of the loops, the running time is \( \Omega \left( \frac{n^2}{16} \cdot \frac{n}{2} \right) \), or equivalently, \( \Omega(n^3) \).

**Note:** There are usually many different supersets/subsets that you can take to get achieve a Big-\(O\)/Big-\(\Omega\) bound. However, it is important to double check that your subsets and supersets are valid. In this example, since the value of \( j \) depends on \( i \), the values of \( j \) we take as a “subset” should actually be a subset for each value of \( 0 \leq i \leq n/4 \) we bound on for us to have a “valid” subset of the original values \( j \) can take on. That is, when \( i = 0 \), we see that \( 0 \leq j \leq n \); when \( i = 1 \), we see that \( 1 \leq j \leq n \); and then when \( i = n/4 \), \( n/4 \leq j \leq n \). In each case, we can see that \( 3n/4 \leq j \leq n \) will always be a subset of the actual values \( j \) takes on given a value of \( i \) in our subset. Additionally, observe that some code snippets may not have a matching Big-\(O\)/Big-\(\Omega\) bound; while this code snippet does, depending on what subsets/supersets we took, we may not have found a \( \Theta \)-bound.
Problem 3

Provide a running time analysis of the following loop:

```java
for (int i = 4; i < n; i = i*i)
    for (int j = 2; j < Math.sqrt(i); j = j+j)
        System.out.println("*");
```

Solution

At first glance, because of the conditions in the nested for loops, it is difficult to see how the values $i$ and $j$ change as the code runs. Hence, we will analyze the running time of this code snippet by first exploring how $i$ and $j$ change with the table method, and then by using what we found with a table to derive a summation for the running time.

Let $x$ and $y$ be the numbers of iterations that the outer loop and inner loop run, respectively. To get a better understanding of how the values of $i$ and $j$ are changing as the code runs, we construct the following table:

<table>
<thead>
<tr>
<th>Iteration</th>
<th>Value of $i$</th>
<th>Iteration</th>
<th>Value of $j$</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>$2^2 = 4$</td>
<td>1</td>
<td>$2 = 2^1$</td>
</tr>
<tr>
<td>2</td>
<td>$2^2 = 16$</td>
<td>2</td>
<td>$4 = 2^2$</td>
</tr>
<tr>
<td>3</td>
<td>$2^2 = 256$</td>
<td>3</td>
<td>$8 = 2^3$</td>
</tr>
<tr>
<td>...</td>
<td>...</td>
<td>...</td>
<td>...</td>
</tr>
<tr>
<td>$x$</td>
<td>$2^x$</td>
<td>$y$</td>
<td>$2^y$</td>
</tr>
</tbody>
</table>

Now, we represent the running time as a summation. To do this, we need to solve for the number of iterations the outer loop runs, the number of iterations the inner loop runs, and how much work is performed inside the nested (outer and inner) loop. Inside the nested loop, we print a character, so we perform constant work. Thus, we can set up our initial summation (with placeholders for the number of iterations of the outer and inner loop) as follows:

$$
\sum_{x=1}^{2^x} \sum_{y=1}^{\sqrt{i}} 1
$$

First, we solve for $x$, the number of iterations the outer loop runs, in terms of $n$. From the code snippet, the outer loop runs as long as $i < n$. Referencing our table, we can see that for the $x$th iteration, the value of $i$ is $2^x$, so the number of iterations of the outer loop is:

$$
2^x \approx n \Rightarrow x \approx \lg \lg n
$$

Then, we solve for $y$, the number of iterations the inner loop runs. From the code snippet, the inner loop runs as long as $j < \sqrt{i}$, so we will first solve for $y$ in terms of $x$. Referencing our table, we can see that for the $y$th iteration, the value of $j$ is $2^y$, so the number of iterations of the inner loop is:

$$
2^y \approx \sqrt{i} \Rightarrow y \approx \lg \sqrt{i}
$$

Plugging in the upper bounds for $x$ and $y$ into our summation gives us

$$
\sum_{x=1}^{\lg \lg n} \sum_{y=1}^{\lg \sqrt{i}} 1
$$

Note that $i$ is still on the top of the inner summation. Our goal is to simplify the summation into a running time for the code snippet, so to do this, we want to represent $i$ in terms of $x$, the current variable on the
outer loop/summation. Referencing our table, the value of $i$ at the $x$th iteration is $2^{2^x}$, so plugging this in gives us

$$i = 2^{2^x} \Rightarrow \sum_{x=1}^{\lg \lg n \ lg \sqrt{2^{2^x}}} \sum_{y=1}$$

Simplifying the inner summation and applying log properties,

$$\sum_{x=1}^{\lg \lg n} (\lg \sqrt{2^{2^x}}) = \sum_{x=1}^{\lg \lg n} \frac{1}{2} (\lg 2^{2^x}) = \sum_{x=1}^{\lg \lg n} \frac{1}{2} 2^x = \Theta(\sum_{x=1}^{\lg n} 2^x)$$

Applying the formula $\sum_{i=0}^{n} 2^i = 2^{n+1} - 1$ to solve $\sum 2^x$,

$$T(n) = \Theta(2^{\lg \lg n}) = \Theta(\lg n)$$

**Note:** In many cases, you can approximate the upper limits of the loops, as it often will not affect the Big-O runtime. If you want to be precise, you should use ceilings and floors to get the proper runtime. Sometimes, you can also ignore constants, and when you go through the algebra of a problem for the first time, it is okay to ignore them. However, after you finish, you should look back at your solution and see if an extra constant could have mattered. For example, $f(n) = 2n$ and $g(n) = 3n$ are asymptotically equivalent, but $f'(n) = 2^n$ and $g'(n) = 3^n$ are not.